File Processing: Design a base class File with a virtual function readData() that has an empty body. Create derived classes like TextFile and ImageFile inheriting from File and overriding readData() with their specific reading procedures. Implement a function that takes a pointer to File as input, attempts to read the data using the readData() function, and handles potential errors based on the actual derived class type (e.g., different file formats).

#include <iostream>

#include <exception>

#include <fstream>

#include <string>

// Base class

class File {

public:

virtual ~File() = default;

virtual void readData() = 0; // Pure virtual function

};

// Derived class for text files

class TextFile : public File {

private:

std::string filename;

public:

TextFile(const std::string& fname) : filename(fname) {}

void readData() override {

std::ifstream file(filename);

if (!file.is\_open()) {

throw std::runtime\_error("Could not open text file: " + filename);

}

std::string line;

while (std::getline(file, line)) {

std::cout << line << std::endl;

}

file.close();

}

};

// Derived class for image files

class ImageFile : public File {

private:

std::string filename;

public:

ImageFile(const std::string& fname) : filename(fname) {}

void readData() override {

// For simplicity, we'll just simulate reading an image file

std::ifstream file(filename, std::ios::binary);

if (!file.is\_open()) {

throw std::runtime\_error("Could not open image file: " + filename);

}

std::cout << "Reading image file: " + filename << std::endl;

// Simulated image processing code

file.close();

}

};

void processFile(File\* file) {

try {

file->readData();

} catch (const std::runtime\_error& e) {

std::cout << "Error: " << e.what() << std::endl;

}

}

int main() {

File\* textFile = new TextFile("example.txt");

File\* imageFile = new ImageFile("example.jpg");

std::cout << "Processing text file:" << std::endl;

processFile(textFile);

std::cout << "Processing image file:" << std::endl;

processFile(imageFile);

return 0;

}

Output:

![](data:image/png;base64,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)

Design an abstract factory class hierarchy to create different families of products (e.g., furniture). Use pointers and runtime polymorphism. Define an abstract base class FurnitureFactory with a virtual function createChair(). Create derived classes like ModernFurnitureFactory and ClassicFurnitureFactory that override createChair() to return pointers to concrete chair objects specific to their style. Utilize the factory pattern with runtime polymorphism to allow for flexible furniture creation based on user choice

#include <iostream>

// Abstract base class for furniture products

class Chair {

public:

virtual void describe() = 0;

};

// Concrete chair classes

class ModernChair : public Chair {

public:

void describe() override {

std::cout << "Modern chair with sleek design" << std::endl;

}

};

class ClassicChair : public Chair {

public:

void describe() override {

std::cout << "Classic chair with ornate details" << std::endl;

}

};

// Abstract factory class

class FurnitureFactory {

public:

virtual Chair\* createChair() = 0;

};

// Derived factory classes

class ModernFurnitureFactory : public FurnitureFactory {

public:

Chair\* createChair() override {

return new ModernChair();

}

};

class ClassicFurnitureFactory : public FurnitureFactory {

public:

Chair\* createChair() override {

return new ClassicChair();

}

};

int main() {

// User choice: 0 for Modern, 1 for Classic

int choice;

std::cout << "Enter your choice (0 for Modern, 1 for Classic): ";

std::cin >> choice;

FurnitureFactory\* factory;

if (choice == 0) {

factory = new ModernFurnitureFactory();

} else {

factory = new ClassicFurnitureFactory();

}

Chair\* chair = factory->createChair();

chair->describe();

delete chair;

delete factory;

return 0;

}

Output:
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Data Structures:

Create a C++ structure named Flight to represent flight information, including:

Flight number (string)

Departure and arrival airports (strings)

Departure and arrival date/time (strings or appropriate data types)

Number of available seats (integer)

Price per seat (float)

Consider creating another structure named Passenger (optional) to store passenger details if needed (name, passport information etc.).

Functions:

Develop C++ functions to:

Display a list of available flights based on user-specified origin and destination airports (consider searching by date range as well).

Book a specific number of seats for a chosen flight (handle cases where insufficient seats are available).

Cancel a booking for a specific flight and number of seats (ensure the user cancels the correct booking).

Display a list of all booked flights for a specific user (if using Passenger structure).

Implement error handling for invalid user input (e.g., trying to book negative seats).

Include a function to add new flights to the system (consider adding flights dynamically if needed).

#include <iostream>

#include <vector>

#include <string>

#include <algorithm>

#include <limits>

using namespace std;

struct Flight {

string flightNumber;

string departureAirport;

string arrivalAirport;

string departureDateTime;

string arrivalDateTime;

int availableSeats;

float pricePerSeat;

};

struct Passenger {

string name;

string passportNumber;

vector<string> bookedFlights;

};

void addFlight(vector<Flight>& flights);

void displayFlights(const vector<Flight>& flights);

void searchFlights(const vector<Flight>& flights);

void bookSeats(vector<Flight>& flights, Passenger& passenger);

void cancelBooking(vector<Flight>& flights, Passenger& passenger);

void displayBookedFlights(const Passenger& passenger);

void handleInvalidInput();

int main() {

vector<Flight> flights;

Passenger passenger;

int choice;

while (true) {

cout << "\nFlight Booking System\n";

cout << "1. Add Flight\n";

cout << "2. Display Flights\n";

cout << "3. Search Flights\n";

cout << "4. Book Seats\n";

cout << "5. Cancel Booking\n";

cout << "6. Display Booked Flights\n";

cout << "7. Exit\n";

cout << "Enter your choice: ";

cin >> choice;

if (cin.fail()) {

handleInvalidInput();

continue;

}

switch (choice) {

case 1:

addFlight(flights);

break;

case 2:

displayFlights(flights);

break;

case 3:

searchFlights(flights);

break;

case 4:

bookSeats(flights, passenger);

break;

case 5:

cancelBooking(flights, passenger);

break;

case 6:

displayBookedFlights(passenger);

break;

case 7:

cout << "Exiting...\n";

return 0;

default:

cout << "Invalid choice. Please try again.\n";

}

}

return 0;

}

void addFlight(vector<Flight>& flights) {

Flight newFlight;

cout << "Enter flight number: ";

cin >> newFlight.flightNumber;

cout << "Enter departure airport: ";

cin >> newFlight.departureAirport;

cout << "Enter arrival airport: ";

cin >> newFlight.arrivalAirport;

cout << "Enter departure date/time (YYYY-MM-DD HH:MM): ";

cin.ignore();

getline(cin, newFlight.departureDateTime);

cout << "Enter arrival date/time (YYYY-MM-DD HH:MM): ";

getline(cin, newFlight.arrivalDateTime);

cout << "Enter number of available seats: ";

cin >> newFlight.availableSeats;

cout << "Enter price per seat: ";

cin >> newFlight.pricePerSeat;

flights.push\_back(newFlight);

cout << "Flight added successfully!\n";

}

void displayFlights(const vector<Flight>& flights) {

if (flights.empty()) {

cout << "No flights available.\n";

return;

}

for (const auto& flight : flights) {

cout << "\nFlight Number: " << flight.flightNumber

<< "\nDeparture Airport: " << flight.departureAirport

<< "\nArrival Airport: " << flight.arrivalAirport

<< "\nDeparture Date/Time: " << flight.departureDateTime

<< "\nArrival Date/Time: " << flight.arrivalDateTime

<< "\nAvailable Seats: " << flight.availableSeats

<< "\nPrice per Seat: $" << flight.pricePerSeat << "\n";

}

}

void searchFlights(const vector<Flight>& flights) {

string origin, destination, startDate, endDate;

cout << "Enter origin airport: ";

cin >> origin;

cout << "Enter destination airport: ";

cin >> destination;

cout << "Enter start date: ";

cin.ignore();

getline(cin, startDate);

cout << "Enter end date: ";

getline(cin, endDate);

bool found = false;

for (const auto& flight : flights) {

if (flight.departureAirport == origin && flight.arrivalAirport == destination &&

flight.departureDateTime >= startDate && flight.departureDateTime <= endDate) {

cout << "\nFlight Number: " << flight.flightNumber

<< "\nDeparture Airport: " << flight.departureAirport

<< "\nArrival Airport: " << flight.arrivalAirport

<< "\nDeparture Date/Time: " << flight.departureDateTime

<< "\nArrival Date/Time: " << flight.arrivalDateTime

<< "\nAvailable Seats: " << flight.availableSeats

<< "\nPrice per Seat: $" << flight.pricePerSeat << "\n";

found = true;

}

}

if (found) {

cout << "No flights found for the given criteria.\n";

}

}

void bookSeats(vector<Flight>& flights, Passenger& passenger) {

string flightNumber;

int seatsToBook;

cout << "Enter flight number to book seats: ";

cin >> flightNumber;

cout << "Enter number of seats to book: ";

cin >> seatsToBook;

if (cin.fail() || seatsToBook <= 0) {

handleInvalidInput();

return;

}

for (auto& flight : flights) {

if (flight.flightNumber == flightNumber) {

if (flight.availableSeats >= seatsToBook) {

flight.availableSeats -= seatsToBook;

passenger.bookedFlights.push\_back(flightNumber);

cout << "Seats booked successfully! Remaining seats: " << flight.availableSeats << "\n";

}

else {

cout << "Insufficient seats available.\n";

}

return;

}

}

cout << "Flight not found.\n";

}

void cancelBooking(vector<Flight>& flights, Passenger& passenger) {

string flightNumber;

int seatsToCancel;

cout << "Enter flight number to cancel booking: ";

cin >> flightNumber;

cout << "Enter number of seats to cancel: ";

cin >> seatsToCancel;

if (cin.fail() || seatsToCancel <= 0) {

handleInvalidInput();

return;

}

auto it = find(passenger.bookedFlights.begin(), passenger.bookedFlights.end(), flightNumber);

if (it != passenger.bookedFlights.end()) {

for (auto& flight : flights) {

if (flight.flightNumber == flightNumber) {

flight.availableSeats += seatsToCancel;

passenger.bookedFlights.erase(it);

cout << "Booking canceled successfully! Remaining seats: " << flight.availableSeats << "\n";

return;

}

}

}

else

{

cout << "No booking found for the specified flight.\n";

}

}

void displayBookedFlights(const Passenger& passenger) {

if (passenger.bookedFlights.empty()) {

cout << "No booked flights.\n";

return;

}

cout << "Booked Flights for " << passenger.name << ":\n";

for (const auto& flightNumber : passenger.bookedFlights) {

cout << flightNumber << "\n";

}

}

void handleInvalidInput() {

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

cout << "Invalid input. Please try again.\n";

}

Output:
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Scenario: You're working on a data analysis project where you need to filter a list of integers based on whether they are even or odd. You want to use a lambda expression to achieve this filtering.

Task:

Define a function named filter\_even\_odds that takes two arguments:

const std::vector<int>& numbers: The vector containing the integer values.

bool is\_even: A flag indicating whether to filter even (true) or odd (false) numbers.

Inside the function, use a lambda expression to iterate through the numbers vector.

Within the lambda, check if the current number is even using the modulo operator (%).

If the even/odd condition matches the is\_even flag, add the number to a new filtered vector.

Return the filtered vector from the filter\_even\_odds function.

#define FILTER\_EVEN\_ODDS\_H

#include<iostream>

#include <vector>

#include <algorithm>

using namespace std;

vector<int> filter\_even\_odds(const vector<int>& numbers, bool is\_even) {

vector<int> filtered\_numbers;

auto is\_match = [is\_even](int number) {

return (number % 2 == 0) == is\_even;

};

copy\_if(numbers.begin(), numbers.end(), back\_inserter(filtered\_numbers), is\_match);

return filtered\_numbers;

}

int main() {

vector<int> numbers = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};

vector<int> even\_numbers = filter\_even\_odds(numbers, true);

cout << "Even numbers: ";

for (int num : even\_numbers) {

cout << num << " ";

}

cout << endl;

vector<int> odd\_numbers = filter\_even\_odds(numbers, false);

cout << "Odd numbers: ";

for (int num : odd\_numbers) {

cout << num << " ";

}

cout << endl;

return 0;

}

Output:
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Scenario: You have a list of objects and want to find the object with the highest value based on a specific criterion.

Task:

Define a function named find\_max that takes two arguments:

const std::vector<T>& objects: The vector containing the objects (can be any type T).

std::function<bool(const T& a, const T& b)> compare: A function object (e.g., a lambda) that defines the comparison logic for finding the maximum.

Inside the function, use a std::accumulate with a lambda expression to iterate through the objects vector.

Within the inner lambda, compare the current element with the current maximum using the provided compare function.

If the current element is greater (based on the comparison logic), return it as the new maximum.

define FIND\_MAX\_H

#include<iostream>

#include <vector>

#include <functional>

#include <numeric>

#include <stdexcept>

using namespace std;

template <typename T>

T find\_max(const vector<T>& objects, function<bool(const T& a, const T& b)> compare) {

if (objects.empty()) {

throw invalid\_argument("The vector is empty.");

}

return accumulate(objects.begin() + 1, objects.end(), objects[0],

[&compare](const T& max\_obj, const T& current\_obj) {

return compare(current\_obj, max\_obj) ? current\_obj : max\_obj;

});

}

struct Item {

int id;

double value;

Item(int i, double v) : id(i), value(v) {}

};

int main() {

vector<Item> items = {

Item(1, 10.5),

Item(2, 20.2),

Item(3, 15.3),

Item(4, 22.1),

Item(5, 18.7)

};

auto compare = [](const Item& a, const Item& b) {

return a.value > b.value;

};

try {

Item max\_item = find\_max (items, compare);

cout << "Item with max value: ID = " << max\_item.id << ", Value = " << max\_item.value << endl;

} catch (const invalid\_argument& e) {

cout << "Error: " << e.what() << endl;

}

return 0;

}

Output:
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